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ABSTRACT

Aims: The aircrafts are playing Vital role in Military and Commercial purposes. It is very difficult to communicate with the aircrafts when it is flying. The aircrafts requires more secure communication because it is used in defense. Radar communication has so many drawbacks if signal loss then we cannot track the aircrafts and also it does not provides secure communication. If any Eavesdropper wants to hacks our confidential aircrafts communication easily they can hack. Materials and methods: Android’s enforcement of the permissions is at the level of individual apps, allowing multiple malicious apps to collude and combine their permissions or to trick vulnerable apps to perform actions on their behalf that are beyond their individual privileges. In this paper, we present COVERT, a tool for compositional analysis of Android inter-app vulnerabilities. COVERT’s analysis is modular to enable incremental analysis of applications as they are installed, updated, and removed. It statically analyzes the reverse engineered source code of each individual app, and extracts relevant security specifications in a format suitable for formal verification. Results: Given a collection of specifications extracted in this way, a formal analysis engine (e.g., model checker) is then used to verify whether it is safe for a combination of applications—holding certain permissions and potentially interacting with each other—to be installed together. Conclusion: Our experience with using COVERT to examine over 200 real-world apps corroborates its ability to find inter-app vulnerabilities in bundles of some of the most popular apps on the market.
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INTRODUCTION

Mobile app markets are creating a fundamental model shift in the way software is delivered to the end users. The benefits of this software supply model are plenty, including the ability to rapidly and effectively acquire, introduce, maintain, and enhance software used by the consumers. By providing a medium for reaching a large consumer market at a nominal cost, app markets have leveled the software development industry, allowing small entrepreneurs to compete with prominent software development companies.

Application frameworks are the key enablers of these markets. An application framework, such as the one provided by Android, ensures apps developed by a wide variety of suppliers can interoperate and coexist together in a single system (e.g., a phone) as long as they conform to the rules and constraints imposed by the framework.

This paradigm shift, however, has given rise to a new set of security challenges. In parallel with the emergence of app markets, we are witnessing an increase in the security threats targeted at mobile platforms. This is nowhere more evident than in the Android market (i.e., Google Play), where many cases of apps infected with malwares and spywares have been reported [1]. Numerous culprits are at play here, and some are not even technical, such as the general lack of an overseeing authority in the case of open markets and inconsequential implication for those caught provisioning applications with vulnerabilities or malicious capabilities.

In this context, Android’s security has been a thriving subject of research in the past few years. Leveraging program analysis techniques, these research efforts have investigated weaknesses from various perspectives, including detection of information leaks [2-4], analysis of the least-privilege principle [5,6], and enhancements to Android protection mechanisms [7-9]. The majority of these approaches, however, are subject to a common limitation: they are intended to detect and mitigate vulnerabilities in a single app, but fail to identify vulnerabilities that arise due to the interaction of multiple apps. Vulnerabilities due to the interaction of multiple
apps, such as collusion attacks and privilege escalation chaining [5], cannot be detected by techniques that analyze a single app in isolation. Thus, security analysis techniques in such domains need to become compositional in nature.

This paper contributes a novel approach, called COVERT, for compositional analysis of Android inter-app vulnerabilities. Unlike all prior techniques that focus on assessing the security of an individual app in isolation, our approach has the potential to greatly in-crease the scope of application analysis by inferring the security properties from individual apps and checking them as a whole by means of formal analysis. This, in turn, enables reasoning about the overall security pos-ture of a system (e.g., a phone device) in terms of the security properties inferred from the individual apps.

COVERT combines static analysis with formal meth-ods. At the heart of our approach is a modular static analysis technique for Android apps, designed to enable incremental and automated checking of apps as they are installed, removed, or updated on an Android de-vice.

Through static analysis of each app, our approach extracts essential information and captures them in an analyzable formal specification language. These formal specifications are intentionally at the architectural level to ensure the technique remains scalable, yet represent the true behavior of the implemented software, as they are automatically extracted from the installation artifacts.

The set of models extracted in this way are then checked as a whole for vulnerabilities that occur due to the inter-action of apps comprising a system. COVERT uses Alloy as a specification language [10], and the Alloy Analyzer as the analysis engine. Alloy is a formal specification language based on first order logic, optimized for auto-mated analysis.

Since COVERT’s analysis is compositional, it provides the analysts with information that is significantly more useful than what is provided by prior techniques. Our experiences with a prototype implementation of the approach and its evaluation against one of the most prominent inter-app vulnerabilities, i.e. privilege escalation, in the context of hundreds of real-world Android apps collected from variety of repositories have been very positive. The results, among other things, corroborate its ability to find vulnerabilities in bundles of some of the most popular apps on the market.

Contributions: This paper makes the following contributions:

Formal model of Android framework: We develop a formal specification representing the behavior of Android apps that is relevant for the detection of inter-app vulnerabilities. We construct this formal specification as a reusable Alloy module to which all extracted app models conform.

Modular analysis: We show how to exploit the power of our formal abstractions by building a modular model extractor that uses static analysis techniques to automatically extract formal specifications (models) of apps form their installation artifacts.

Implementation: We develop a prototype implementation on top of our formal framework for compositional security analysis of Android apps.

Experiments: We present results from experiments run on over 200 real-world apps, corroborating COVERT’s ability in effective compositional analysis of Android inter-app vulnerabilities in the order of minutes.

The study was conducted in the Department of Conservative Dentistry and Endodontics, Sinhgad Dental College and Hospital, Pune with technical aid from the Department of Microbiology, SKN Medical College and Hospital, Pune. All the participants were informed about the study and necessary informed consent was taken. Ethical clearance was obtained from the ethical committee of college. Total 20 aprons of dental healthcare professionals (interns, PG students, faculty members) were included in the study.
PROPOSED SYSTEM

As android applications are open source and can be developed by anybody, testing is not mandatory and hence it is more vulnerable. Android application developed by users are directly uploaded to Google play store and no code level testing’s are done. Since the developers upload only compiled, packed (.apk) files no further investigation is done on the application.

A basic call graph can only give the number of permission checks but not the actual names of the checked permissions because of the lack of string analysis to extract permission names from the byte code CHA-Android which leverages the service redirection, service identity inversion and entry point construction components.

Spark specific issues such as entry point initialization or Android specific issues such as service initialization. Spark to get a first understanding of the main problems that occur when analyzing the Android API. This gives us a key insight, Spark discards 96 percent of the API methods to be analyzed. The reason is that Spark does not work on receiver objects whose value is null.

Android application, (ex: appwrong), which is able to communicate with external servers since it is granted the INTERNET permission. Moreover, appwrong has declared permission CAMERA while it does not use any code related to the camera. The CAMERA permission allows the application to take pictures without user intervention, i.e., the permission gap consists of a single permission: CAMERA. In this particular example the attacker would be able to write code to use the camera, take a picture and send the picture to a remote host on the Internet.

The problematic consequences of having more permissions than necessary and showed that the problem can be mitigated using compositional analysis. The approach has been fully implemented for Android, a permission-based platform for mobile devices. Android application stores indeed suffer from permission gaps.

We propose a High level Permission Checking Framework on Android Applications that were previously uploaded by breaking the .apk files to analyze in code level by decompiling it in a efficient way. We also innovate to recompile the vulnerable free code for secure use with the end users. We further make a proposal to Google Play Services to implement this kind of Frameworks so as to avoid Fake Applications that steals user’s Private data and make some vulnerability.

Android 2.2 defines 134 permissions in the android. Manifest permission system class, whereas Android 4.0.1 defines 166 permissions. This gives us an upper-bound on the number of permissions which can be checked in the Android framework. Android has two kinds of permissions: “high-level” and “low-level” permissions. High-level permissions are only checked at the framework level (that is, in the Java code of the Android SDK). We focus on the high-level permissions that are only checked in the Android Java framework Compositional analyses for extracting permission checks. In essence, each analysis constructs a call graph from the byte code, finds permission check methods and extracts permission names.

We have presented a generic approach to reduce the attack surface of permission-based software in order to automatically add or remove permission enforcement points at the level of application or the framework.

IMPLEMENTATION

Applications for Android are written in Java and compiled into Dalvik byte code.

Dalvik byte code is optimized to run on devices where memory and processing power are scarce. An Android application is packaged into an Android package file which contains the Dalvik byte code, data (pictures, sounds, . . ) and a metadata file called the “manifest”.

For installing an application, the user has to approve all the permissions the application’s developer has declared in the application manifest. If all permissions are approved, the application is installed and receives group memberships. The group memberships are used to check the permissions at runtime.

Missing permission causes the application to crash. Adding too many of them is not secure. In the latter case, injected malware can use those declared, yet unused permissions, to achieve malicious goals. We call those unused permissions, “permission gap”. Any permission gap results in insecure, suspicious or unreliable applications.

Login / Registration and Upload

User enters the personal information for registration and the user input fields are validated and records are stored in Database. After registration the User can Login with his credentials and can upload source code. The uploaded source is securely stored in server side. If you are uploading a source code it should in a zip format which can be done by any zip until tools. The uploaded zip contents are automatically unzipped in code level in server side.
Reverse Engineering the .apk file

In this Module, user can upload both source and apk files. The apk file is broken by using APK Tool and the generated (.dex) files are converted to (.jar) files by de2jar. The layout and resource files are retained. The jar files are extracted to get the .class files. Now we use the jad API to convert the .class files to .java files. Then these files are written to the src folder of android code base retaining the package name. Thus the Server automatically Decompile the .apk file by reverse engineering.

Permission Check’s in Source Code

Android applications contain much permission to use the services. Developer must declare the permission in manifest to use that service. Once the permission is declared, the android application packager in the mobile phone will ask the users for accepting the permission usage while application installation.

For installing an application, the user has to approve all the permissions that application’s developer has declared in the application manifest. If all permissions are approved, the application is installed and receives group memberships. The group memberships are used to check the permissions at runtime. Now the decompiled apk files are validated for permissions in the manifest.xml file. Now our high level permission checking framework examines the code written for each permission in java files and validates it. If the any of the permissions fails the validation process, it is tagged as Unused/Redundant permissions.

Removing Unused Permissions

In this module, if unused permissions are declared, their respective service is also running in mobile. Missing permission causes the application to crash. Adding too many of them is not secure. Injected malware can use those declared, yet unused permissions, to achieve malicious goals. So the unused permissions found by our framework are removed in the Manifest.xml file. The modified/Permission checked source code is recompiled and harmless apk’s are generated which can be downloaded using Qrcode. Only the uploaded source codes are recompiled.

CONCLUSION

This paper presents a new approach for compositional learning of Android inter-app vulnerabilities. Our move toward employs static analysis to automatically recover models that reflect Android apps and interactions among them. It is able to leverage these models to identify vulnerabilities due to interaction of multiple apps that cannot
be detected with prior techniques relying on a single app analysis. We formalized the basic elements of our analysis in an analyzable specification language based on relational logic, and developed a prototype implementation, COVERT, on top of our formal analysis framework. The experimental results of evaluating COVERT against privilege escalation—one of the most prominent inter-app vulnerabilities—in the context of hundreds of real-world Android apps corroborates its ability to find vulnerabilities in bundles of some of the most popular apps on the market.
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